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Abstract

The often disappointing performance of optimizing neural networks can be partly at-
tributed to the rather ad hoc manner in which problems are mapped onto them for solution.
In this paper a rigorous mapping is described for quadratic 0-1 programming problems with
linear equality and inequality constraints, this being the most general class of problem such
networks can solve. The problem’s constraints define a polyhedron P containing all the valid
solution points, and the mapping guarantees strict confinement of the network’s state vector to
P. However, forcing convergence to a 0-1 point within P is shown to be generally intractable,
rendering the Hopfield and similar models inapplicable to the vast majority of problems. Some
alternative dynamics, based on the principle of tabu search, are presented as a more coherent
approach to general problem solving. When tested on a large database of solved problems,
the alternative dynamics produced some very encouraging results.

1 Introduction and Outline

While feedback neural networks have been studied for some time as a means of approximately
solving combinatorial optimization problems, many researchers have reported that such networks
frequently fail to find valid solutions, let alone high quality ones [21, 36]. We suggest that a signif-
icant cause of such failures has been the rather ad hoc manner in which problems are mapped onto
the network for solution. Accepting that such networks can perform nothing more sophisticated
than continuous bounded descent on a quadratic energy function, it is quite possible to derive
efficient mappings to exploit these simple dynamics to the full.

Throughout this paper we draw on results from traditional mathematical programming [29]
to examine both problems and network dynamics from a polyhedral perspective. For a general
quadratic 0-1 programming problem with linear equality and inequality constraints, it is possible
to identify a bounded polyhedron, or polytope, within which the solution vector must lie if it
is not to violate any of the aforementioned constraints. In this paper we describe a rigorous
mapping for such problems, which guarantees confinement of the network’s state vector to the
constraint polytope; hence the possibility of finding invalid solutions is eliminated. The mapping
is a natural development of the ‘valid subspace’ approach presented in [2, 4]. However, confinement
to the correct polytope is not the final goal: to find a valid solution we require convergence to a
0-1 point within this polytope. We demonstrate that forcing the network to converge to such a
point is probably impossible, since finding such a point is generally an A'P-complete problem. In
particular, this means that for correctly mapped problems, the popular ‘annealing’ techniques,
often employed to force convergence to a 0-1 point, are quite ineffective.

For the small class of integral polytopes [29], convergence to a 0-1 point is feasible, though such
polytopes are the exception and not the rule. It follows that conventional neural network techniques
are quite unsuited to optimization over most polytopes. In response, we present modified network
dynamics, based on the principle of tabu search, which, though by no means the only solution
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to the problem, constitute a more coherent approach to optimization over non-integral polytopes.
Tabu search was first married with Hopfield-style dynamics in [5, 6] as a means of local minimum
escape. Here we adapt the tabu dynamics to produce a viable neural search technique, which
should be contrasted with the one-shot descent offered by the Hopfield and similar models. The
dynamics are tested on a large database of solved problems, with very encouraging results.

The organization of the paper is as follows. In Section 2 we review continuous descent dy-
namics, including the Hopfield model, and their application to the solution of 0-1 programming
problems. We proceed to describe in Section 3 a rigorous mapping for the most general quadratic
0-1 programming problems with linear equality and inequality constraints. In the light of this
mapping we go on to address the issue of efficient simulation of descent dynamics on discrete-time
machines. In Section 4 we examine the convergence properties of such dynamics, concluding that it
is probably impossible to force convergence to a 0-1 point for most problems; in so doing we discuss
the deficiencies of the various annealing techniques in this context. A more coherent approach is
offered by tabu search dynamics, which we develop in Section 5 and apply to a large database
of solved problems, with very encouraging results. Finally, in Section 6 we discuss the key issues
raised in the paper and present our conclusions.

2 Bounded Descent Techniques
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Figure 1: Schematic diagram of the continuous Hopfield network.

While the arguments of this paper are of relevance to any method attempting to solve 0-1 pro-
gramming problems by continuous descent, of particular interest is the Hopfield model technique,
since it has been the subject of significant research in the recent past, and highlights the potential
advantages of fast, analogue implementations. A schematic diagram of the continuous Hopfield
network [18] is shown in Figure 1. Neuron i has input u;, output v;, and is connected to neuron
Jj with a weight 7;;. Associated with each neuron is also an input bias term /. The dynamics of
the network are governed by the following equations:

u = —pu+4+Tv+ib (1)
vi = g(u) (2)
v; is a continuous variable in the interval 0 to 1, and g(u;) is a monotonically increasing function
which constrains v; to this interval, usually a hyperbolic tangent of the form
1

- 1+ exp(—u;/T) )

g(uz)
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If T is symmetric, and either n = 0 or the gain of the transfer functions (3) is high (as we shall
assume throughout this paper), the system has a Liapunov function [18]

E(v)= —%VTTV —vTiP (4)
The Hopfield network therefore provides a continuous method of performing bounded descent
minimization of functions of the form (4) with symmetric T. By ‘bounded’, we mean that the
descent is limited to the unit hypercube, at the vertices of which lie the 0-1 points; the network is
therefore potentially suited to the solution of 0-1 programming problems. Should we wish to solve
any particular problem, we must first decide how to set the network parameters T and i°, so that
minimization of the Liapunov function (4) coincides with minimization of the problem’s objective
function and enforces satisfaction of the problem’s constraints; this process is termed ‘mapping’
the problem onto the network. The particular attraction of the network lies in the existence of an
analogue electrical circuit with dynamics corresponding to (1) and (2) [18]. Tt is also possible to
use the network for cases where T is not symmetric, by noting that

E=YE+E)= 1" [%(T—FTT)]v—vTib (5)
Hence, should we wish to use the network to minimize a function F with a non-symmetric T, we

simply replace T with %(T + TT), which is symmetric; in so doing we do not change E.
Also of interest are steepest descent dynamics

0 if [Tv+ib]i<0andv¢:0
;=2 0 if [Tv+i°],>0andv; =1 (6)
[Tv + ib]i otherwise

The dynamics (6) share the same Liapunov function (4) as the Hopfield network, and the v
variables are also limited to the range 0 < v; < 1. Thus (6) provides an alternative method of
minimizing £ within the unit hypercube, and has the advantage of a more efficient simulation on
digital computers, as we shall see in Section 3.3. Throughout this paper we shall refer to bounded,
quadratic continuous descent systems (like the Hopfield and steepest descent models) as descent
networks.

3 Quadratic 0-1 Programming on Descent Networks

3.1 Problem statement

In this paper, we study quadratic 0-1 programming problems with linear constraints, this being
the most general class of problem which can be mapped onto a descent network for solution. The
mathematical statement of such a problem is

minimize E°P(v) = —%vTTOPv _ vTjop (7)
subject to A%y = b (8)
and Any < bin (9)
and 0<y; <1, 1e{l,...,n} (10)
and v integral (11)

where v € IR®, b®d € R™™" and bi® € R™" . With reference to condition (11), we define an integral
vector to be one whose elements are all integers. The system (7)—(11) describes an optimization
problem in which it is required to minimize the quadratic objective function (7) subject to a set of
linear equality (8) and inequality (9) constraints on the elements of v. The final two conditions (10)
and (11) ensure that v; € {0, 1}.

From a geometrical point of view, we note that the conditions (8)—(10), if feasible, define a
bounded polyhedron, or polytope, within which v must remain if it is to represent a valid solution:

3



let us denote this polytope by the symbol P. When attempting to solve such problems with descent
networks, we strive towards discovering a mapping so that v remains strictly within P while at the
same time performing some sort of descent on the objective function (7). Tt is often also necessary
to employ an annealing process to free v from local minima of E°P and to drive v towards a
hypercube corner, where the condition (11) is satisfied. However, it is often the case that problems
are mapped onto descent networks in a rather ad hoc manner, and strict confinement to P is rarely
achieved.

3.2 A rigorous mapping for quadratic 0-1 programming problems

In this section we describe a rigorous mapping for problems of the form (7)—(11) which achieves
all the goals mentioned in Section 3.1. In particular, the mapping ensures that v remains strictly
confined within P, thus ruling out the possibility of the network finding an invalid solution. The
mapping is a natural extension of the ‘valid subspace’ technique presented in [2, 4].

We begin by considering the simple case in which there are no inequality constraints, leaving
only equality constraints of the form (8). The equality constraints constitute a system of linear
simultaneous equations which can be solved to obtain an affine subspace of solutions. If the rows of
A4 are linearly independent (as is invariably the case for a set of feasible, irredundant constraints),
then we can describe this subspace in the form

v = T"alv + s (12)
where TV = T1_— AedT (AqueqT)—lAeq (13)
and s = AeqT (AECIAeqT)—Ibeq (14)

If we now set the network’s Liapunov function to be
E =%+ Lallv - (T + 5) (15)

then, in the limit of large cg, v will satisfy (12) and therefore (8) throughout convergence. In this
way all the equality constraints have been combined into a single penalty term in the network’s
Liapunov function; moreover, this term does not interfere with the objective E°P at any point
within the polytope P. The Liapunov function (15) may be achieved by setting the network’s
parameters as follows [2, 14]:

T = T4 co(T™ —1) (16)
i = iP4¢ps (17)

It now remains only to point out that the network’s transfer functions naturally enforce condi-
tions (10), and so confinement of v within P is guaranteed.

The technique can be extended to cope with inequality constraints of the form (9). It is first
necessary to convert all the inequality constraints to equality constraints by introducing one slack
variable for each inequality constraint (a similar approach has been previously proposed for a
specific problem in [30]). For example, a typical constraint

Ay 4+ ABvy + .+ Ay, < b (18)

becomes

ARy + Ay + 4 AR v, 4 Ryw; = bR kw > 0 (19)

Here w; is the slack variable, and k; is a positive constant which is set to ensure that w; is bounded
between 0 and 1, and can therefore be treated in the same manner as the v variables?. Thus we

2This can be achieved by setting k; as follows:

ki = bin — Z Al (20)

{714l <0}

If this gives a negative value for k;, then the inequality constraint (18) cannot be satisfied by any 0-1 variable V.
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transform the system of inequality constraints into a system of equality constraints acting on an ex-
tended set of variables v+7 = [vT w”], where w is the vector of slack variables [wy wy ... wpyia]T
the size of vt is therefore n* = n + m'™. The optimization problem may now be expressed as

minimize E°P(v) = —%V+TT°PV+ — v+Tjop (21)
subject to Atvt =bt (22)
and 0<vf <1, ie{l,...,n*} (23)
and v integral (24)

where vt € ]Rn+ and b* € R Note that E°P has no dependency on the slack variables w,
and the equality constraints (22) embody both the original equality and inequality constraints (8)
and (9). The formulation (21)—(24) contains only equality constraints, and so the mapping tech-
nique described above is applicable. We can therefore find n* x n* matrices T°? and T and
nt-element vectors i°f and s, such that if the network’s parameters are set as in (16)—(17), the
state vector vt will perform a descent on E°P while remaining strictly within the polytope P*
defined by (22) and (23). If we observe only the variables v within the extended set v*, we shall
see that they perform a descent on E°P while remaining strictly within the polytope P, as required.

Note that the integrality conditions v; € {0, 1} apply only to the original variables and not to
the slack variables, which may take any value between 0 and 1 at a valid solution point. Thus it is
not necessary (and indeed incorrect) to force the slack variables towards 0 or 1 using an annealing
technique. To find a valid solution we need only ensure that v converges to an integral point within
P, which is the subject of Section 4.

3.3 Efficient simulation on digital computers

It is the norm to study continuous descent techniques indirectly, through the use of simulations on
digital computers, and yet there is precious little in the literature on this topic. The simulation
of continuous systems on discrete machines is a tricky and time-consuming process, the precise
details of which can have a significant bearing on any experimental results.

In this section we shall consider discrete-time simulation of descent dynamics on Liapunov
functions of the form (15), as encountered in proper mappings of 0-1 programming problems. A
standard Euler approximation of the dynamic equations, though feasible, would require a very
small time step at each iteration, and would therefore be very slow to converge. This is because
cop must be very large to guarantee confinement to the polytope P, resulting in correspondingly
large values of v when vt strays marginally outside P*. Hence a large time step is bound to lead
to unstable oscillations of v* around Pt.

V+ :Tval V+ +S
_ (2) Project v* Repeat
- op o
V= VHAL (T Vi) |:> onto polytope from (1)
(1) Update v*" using
gradient of objective /liL
0 1

Figure 2: Schematic diagram of the efficient descent algorithm.

Figure 2 shows a schematic illustration of a far more efficient simulation algorithm (previously
presented in [2]) for the steepest descent dynamics (6). Each iteration has two distinct stages.



First, as depicted in box (1), vt is updated over a finite time step At using the gradient of the
objective term FE°P alone. The time step can be far larger than that for the standard Euler
approximation, since the problematic ¢y term is not implemented. However, updating v* in this
manner will typically take vt outside the polytope P*. Hence, after every update, vt is directly
projected back onto P*. This is an iterative process, requiring several passes around the loop (2),
in which v* is first orthogonally projected onto the subspace given by (12), and then thresholded
so that its elements lie in the range 0 to 1. For more details of projection onto polytopes the reader
is referred to [1, 11, 20, 24]. The resulting algorithm is highly efficient and has general applicability
to any quadratic 0-1 programming problem.

4 Polyhedral Issues in Convergence

4.1 Convergence of v in P

Having seen how it is possible to achieve descent dynamics on E°P while remaining within the
polytope P, we now need to investigate the convergence properties of such a process. This is best
illustrated by an example. Consider the following knapsack problem in two variables

minimize E°P(v) = —(v1 + 2vq)
subject to vy vy < 1.7
and 0<v; <1, 1e{l,2}

and v integral

26)
27)

(
(
(
(28)
In knapsack terminology, we have two items, vy and vy, of equal size 1, which we wish to pack
into a knapsack of capacity 1.7. Associated with each item is a profit, 1 for v; and 2 for vs,
indicating just how useful that item is. We wish to decide which items to pack to maximize the
profit, while at the same time not overfilling the knapsack. For knapsack problems the objective
function F°P is linear and therefore has no local minima. The problem is easily mapped onto a
descent network for solution, through the introduction of one slack variable to cope with the single
inequality constraint (26). Tt is clear that the optimal solution to our simple example problem is
v = [0 1]7, though the general knapsack problem is NP-complete [13, 29].

Figure 3 shows the polytope P for this problem. Also marked are contours of EF°P and a
typical descent trajectory within the polytope; we see that the descent converges to the point
A = [0.7 1.0]%, which is a vertex of P. This vertex is in fact the optimal solution to the prob-
lem (25)—(27), which is the L P-relazation (linear programming relaxation) of the knapsack problem.
The LP-relaxation is a standard linear programming problem, involving the minimization of a lin-
ear objective subject to linear constraints. Linear programmingis solvable in polynomial time using
Khachiyan’s method, though in practice the (non-polynomial) simplex method is usually more effi-
cient. Tt is the integrality condition (28) which makes the knapsack problem N P-complete; indeed,
while linear programming is solvable in polynomial time, the general integer linear programming
problem is N'P-complete [29].

It is apparent that the correct mapping of the knapsack problem leads the network to solve the
LP-relaxation problem accurately®, though a valid 0-1 solution is not found. So how can we force
the descent to converge to B, C or D, one of the 0-1 points in P? The usual approach is to use
some kind of annealing process, and we will examine the use of hysteretic annealing [12] (variants
have been reported as convex relaxation [25] and matrix graduated non-convexity [2]) with this
problem. The idea behind hysteretic annealing is to add a term of the form

E* = —y Y (v — 0.5) (29)

3Indeed, a descent network correctly set up using the mapping in Section 3.2 will reliably solve linear programming
problems, without the need for any modifications as proposed in [32, 34].



Figure 3: The polytope P, energy contours (shown in dotted lines) and a typical descent path for
the example knapsack problem.

to the objective function E°P. The function E®"" is either convex or concave, depending on the
sign of 7, and has full spherical symmetry around the point v7' =[0.50.5 ... 0.5]. A consequence
is that E®"" has the same value at all 0-1 points, and therefore does not invalidate the objective for
0-1 programming problems. The annealing process is usually initialized with a large negative value
of 7, in which case F°P is convex and v converges to a point within the interior of P. Subsequently,
the value of v i1s gradually increased, eventually F°P becomes concave, and v is driven towards the
boundary of P. For quadratic objectives this process allows v to escape from local minima of E°P
and can help guide v towards good solutions, though this latter advantage is somewhat problem
dependent [14].

Applied to the knapsack problem in Figure 3, however, hysteretic annealing has no useful effect.
For v trapped at the vertex A, no amount of increasing v will drive v towards a 0-1 point, at least
until the magnitude of 4 becomes comparable with that of ¢ in (16) and (17), at which point
v will depart from the polytope P and converge to the point [1.0 1.0]7, though this is clearly
undesirable. Negative values of 4 will succeed in freeing v from the vertex A, though only to guide
v back towards the interior of P, where it will stabilize; this, too, is clearly not very useful?.

4We might well ask whether any other form of annealing might be more successful. For the Hopfield network, it
is important to realize that, when n = 0, increasing the gain of the neuron transfer functions (3) has absolutely no
effect, since the Liapunov function remains unchanged. Taking the knapsack problem in Figure 3 as an example,
when v is at the vertex A, any direction away from the vertex is ‘uphill’ in the sense of the Liapunov function F.
Since v changes in such a way that F is non-increasing, it is clear that v will not move from the vertex, however
steep the transfer functions become. As a form of annealing, varying the neuron gains is therefore ineffective. The
only other form of annealing to consider is mean field annealing (MFA) with neuron normalization, as proposed for
the travelling salesman and graph partitioning problems in [28, 33]. In this technique a constraint of the form

E v, =1 (30)
1ES
is implicitly enforced for some set of neurons S using an update rule
SE
 esp(=3E/T)
- SE
Zkes exp(— oY T)

As the annealing progresses, the ‘temperature’ T is gradually lowered until, when fully converged, v represents a
0-1 solution to the constraint equation (30). The annealing prevents v from getting trapped in local minima of E°P

CH

(31)



In fact, the failure of annealing techniques to find a 0-1 point within P is hardly surprising,
since finding such points is generally an NP-complete problem [29]. The best we can expect
from annealing procedures is to force convergence to some vertex of P. To see this, first note that
increasing v in hysteretic annealing will eventually make £°P concave. Furthermore, it can be easily
proved (and is intuitively obvious) that if the objective E°P is linear or concave, then convergence
to some vertex of P is guaranteed, except in highly pathological cases where the path of descent
is exactly orthogonal to a face of P. However, for 0-1 programming problems we hope that v will
converge to a 0-1 point, which will be an integral vertex of P. This can only be guaranteed if all
the vertices of P are 0-1 points, that is if all the vertices of P are integral: a polytope exhibiting
this property is called an integral polytope [29].

Integral polytopes constitute an important concept in the field of mathematical programming.
For example, it follows that integer linear programming over integral polytopes can be solved in
polynomial time using Khachiyan’s method [29], though the general integer linear programming
problem is AP-complete. Likewise, we now see that integral polytopes are highly relevant to
continuous descent solution techniques, which will reliably converge to a valid solution point only
if the optimization is over an integral polytope. Neural network techniques, in their conventional
form, are quite unsuited to the solution of 0-1 programming problems over non-integral polytopes.

Given that integral polytopes are the exception and not the rule, it would be dangerous to
assume the integrality of a polytope associated with any particular problem mapping. Unfortu-
nately, the identification of integral polytopes is itself an NP-complete problem [26]. However, it
1s possible to recognize some special classes of integrality, covering some of the polytopes implicitly
studied by the neural network community. While it is beyond the scope of this paper to discuss
the recognition of integral polytopes in detail (a good summary may be found in [29]), it is worth
remarking that the polytope associated with the traditional Hopfield-Tank mapping of the trav-
elling salesman problem [19, etc] is indeed integral [7, 23, 35]. This polytope, which contains all
doubly stochastic matrices and has the permutation matrices at its vertices, has been well studied
in [8, 9, 10]. Unfortunately, the objective function associated with the Hopfield-Tank mapping is
not linear, and so while convergence to a valid solution point can be guaranteed, convergence to
the optimal solution point cannot. This should be contrasted with the mappings of the travelling
salesman problem traditionally studied by the mathematical programming community, in which a
linear objective over a non-integral polytope is considered [22, 29, etc].

The strength of the neural network technique therefore lies in the use of annealing over integral
polytopes. However, as we have seen with the knapsack problem, most problems do not present
themselves naturally in this form. On the other hand, we have seen that the travelling salesman
problem can be mapped either with a quadratic objective over an integral polytope, or with a linear
objective over a non-integral polytope. This suggests that it might be possible to systematically
map arbitrary problems onto either framework. Failing this, we could investigate alternative
network dynamics for non-integral polytopes, which is the subject of Section 5 .

4.2 Convergence of vt in P*

To complete our understanding of the convergence process, we need to examine the trajectory
of vt in P* which gives rise to the trajectory of v in P. Taking the knapsack problem of Figure 3
as an example, in order to solve the problem with Hopfield or steepest descent dynamics, we need
to introduce one slack variable w to cope with the inequality constraint (26). The problem, now
defined over an extended variable set vt = [v; vo w]?, becomes

minimize E°P(v) = —(v1 + 2v9) (33)

and enforces convergence to a 0-1 point which satisfies (30). However, the general problem of finding a 0-1 solution
to the equation

aTv =04 (abeing a rational vector and § a rational scalar) (32)

is N'P-complete [29], and so we would not expect to be able to find update rules like (31) to enforce more general
linear constraints of the form (32). We therefore conclude that MFA is not relevant to this paper’s discussion of
problems with general linear constraints.
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Figure 4: The polytope P* and a typical descent path for the example knapsack problem.

subject to v1+ v+ LTw =17 (34)
and 0<vf<1, i€{1,2,3} (35)
and v integral (36)

Equations (34)—(35) define a polytope P*, which is shown in Figure 4. We see that there is a one-
to-one correspondence between the vertices of P and P*, with P being a projection of P* onto the
v1—vy plane. The slack variable mapping effectively transforms the inequality constraint (26) into
the constraint w > 0, which is directly enforced by the network’s transfer functions. Furthermore,
the trajectory of v is the projection of the trajectory of v* onto the vi—vy plane. Thus, when we
speak of v being trapped at a vertex of P, we automatically imply that v* is trapped at a vertex
of P*. Tt follows that all the arguments of the previous section are still applicable in the context
of the slack variable mapping. In particular, to free v from a vertex of P we necessarily have to
free v* from the corresponding vertex of P*; in the next section we shall examine some modified
network dynamics designed to achieve this goal.

5 Tabu Search Networks for Non-Integral Polytopes

5.1 System definition

While conventional neural optimization techniques are completely unsuited to optimization over
non-integral polytopes, a minor modification to their dynamics results in a far more coherent
approach to the problem. In this section we describe how tabu search dynamics, previously pre-
sented in [5, 6] as a means of local minimum escape, can be modified to ensure that vt escapes
from vertices of P*.

Tabu search [16] was originally presented as a ‘meta-heuristic’, to work in conjunction with
other search techniques. The idea is that certain parts of the search space are designated tabu
for some time, directing the search towards more fruitful areas. The choice of appropriate tabu
strategies can lead to highly efficient searches, with some extremely impressive results in the field
of combinatorial optimization [16].

Applied to descent networks, tabu search suggests a dynamic objective function, where we
continuously update E to penalize points that v* has already visited. In this way, if vt gets
trapped at any point, eventually ' will build up locally to such an extent that vt is driven away.



In tabu terminology, we mark recently visited points as tabu, and direct the search into fresh areas
of space. What emerges is a neural search technique, which no longer converges to a single point,
and therefore needs constant monitoring to spot any valid solution points the search may pass
through. This should be contrasted with the one-shot descent offered by the Hopfield and similar
models.

The implementation of the search on feedback networks is particularly elegant. In what follows
we build on the approach in [5, 6], adapting it where necessary to achieve our specific goal of escape
from vertices of P*. We consider a time varying objective function

EFP (v t) = E°P(v) + Fy(v*)1) (37)

where
F(vt,t)=0 /0 e (v f(vt(s))) ds (38)

In (38), @ and § are positive constants, p(a, b) measures the proximity of the vectors a and b, and
f(a) is a small displacement function such that f(a) &~ a. Thus F; evolves in time to increase the
objective in the vicinity of points recently visited. Let us now consider how F} affects the descent
dynamics for v* trapped at a vertex v} of P* since time ¢ = 0. In this case

t
Fi(v*,0) = 8 / €20 (v* £(v3)) ds
4]

Tt is apparent that if we set f(a) = a, then even though the objective is increased at the vertex,
escape 1s not guaranteed since the maximum of F; will be at v}, and therefore the gradient of F}
at v} will be zero. What is required is to place the maximum of F; near v} but just outside the

polytope P*. This can be achieved if we set

fla)=a+e(la—c) (39)
where ¢ is some vector within P*, and ¢ is a small, positive constant. If we choose the quadratic
proximity function p(a,b) = —||a — b||?, then F} becomes

Fi(vtt) = —%HV"'TV"' —hfvt 4 g(1) (40)
t
where 0(t) = 25/ Gt ds (41)
0
t
and h(t) = —283 / e?C=Df(v+(s)) ds (42)
0

Equations (41) and (42) can be differentiated to obtain the following dynamic update equations
for ¢ and h

0 = 28—al (43)
h = —28f(v*)—ah (44)

with initial conditions #(0) = 0 and h(0) = 0. The overall tabu search system is obtained by
arranging for the Liapunov function to be

E(vt) = —%v*’TTv"' —vtTiP = EZP (vt ) — g(t) + %C()”V"' — (Tv* 4+ 5)|? (45)

where we have discarded ¢(¢), the part of F; which was not dependent on v*. Remember that
the TV® and s terms enforce confinement to the polytope P*, as discussed in Section 3.2. The
Liapunov function (45) is achieved by setting

T = T 4 ¢o(T™ 1)+ 0()1 (46)
i = i°® 4+ ¢os+h(t) (47)
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(a)yt=0s (b)t=16.3s (c)t=T76.4s

Figure 5: Tabu search with steepest descent dynamics for the example knapsack problem. Param-
eters are « = 0.01,3 = 2.0,e = 0.1. Contours of E are shown in dotted lines.

vt may be updated using either Hopfield or steepest descent dynamics on E, though the dynamics
of vt will now depend on ¢ and h. In turn, the dynamics of ¢ and h, given in (43) and (44),
depend on v*t. The system of coupled first order differential equations is surprisingly simple and
quite possibly retains the attraction of being implementable on analogue electrical networks.

The tabu search dynamics are intended for use over non-integral polytopes with linear objectives
E°P. Indeed, if E°P is linear, it is straightforward to show that E;* is linear or concave for all
time ¢, and so there are no local minima of E;* in which vt can get trapped. Ability to escape
from any vertex of P* can be guaranteed by appropriate settings of the parameters o, 3 and € (see
Appendix A). For moderate 3, the trajectory of v* is initially dominated by the gradient of E°P,
until v+ gets trapped in a vertex of P*. At this point the tabu objective F; proceeds to dominate,
and eventually vt escapes from the vertex and moves towards another. We can therefore expect
vt to search through a number of vertices, with an initial bias towards those minimizing E°P. It is
quite possible that the search might exhibit limit cycles, though these would typically be of a long
time period and would include visits to many vertices. It is a matter of future research to develop
continuous dynamics which search every vertex of a polytope, given an exponential amount of time.

5.2 Illustration and experiments

We implemented the tabu search system with steepest descent dynamics (6). With tabu search,
the steepest descent dynamics have the additional advantage over the Hopfield dynamics that
reaction to changes in F} is more rapid. This is because there are no u variables, which can stray
far from the midpoint of the transfer functions (3), and subsequently take a long time to return
and effect significant changes in v. Figure b shows the trajectory of vt under the tabu dynamics,
with T and i" set to map the knapsack problem of Figure 3. We see that the search passes through
all the vertices of P*, including the valid solution points B, C and D. In fact, the first vertex to
be visited after the LP-relaxation solution at A is vertex B, which is the optimal solution to the
knapsack problem. Notice that the coupled dynamic system is rather slow, taking over one minute
to search through all the vertices. Most of the time is expended when v* is trapped at one of the
vertices A or C, where it takes some time for # and h to change to such an extent that v* is freed
from the vertex. However, it is possible to analytically integrate the tabu equations for stationary
vt leading to very efficient simulations if this possibility is exploited. Carrying out the integration
reveals that the speed of the continuous system is approximately proportional to «, so significant
speed-ups are possible for larger values of a (see Appendix A).

To demonstrate the usefulness of tabu search with more challenging problems, we applied the
technique to a database of 1000 randomly generated 10-item knapsack problems, each of which
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Figure 6: Suboptimality of the 972 valid solutions found by tabu search for the 1000 solved knapsack
problems. Parameters are « = 0.01, 3= 1.0,¢ = 0.1.

had been solved exactly by exhaustive search. The size of the problems was dictated by the ability
to exhaustively search for the optimal solution in reasonable time, and not by any limitation of
the tabu solution technique. Each item was allocated a random size and profit, both between
0 and 1, and the knapsack capacity was chosen to be some random fraction of the total size
of the items. For all 1000 problems, steepest descent dynamics were used on the time-varying
Liapunov function (45), with the dynamics simulated using the algorithm described in Section 3.3
(see Appendix A for comments on the initialization of v*). The search was run for a fixed number
of iterations on all problems, and the network output was continuously observed, so that valid
solutions could be logged as the network found them.

The results in Figure 6 reflect the best solution found within the iteration limit. With valid
solutions found over 97% of the time, the results are extremely encouraging, considering that
conventional descent dynamics never find a valid solution, converging consistently to the optimal
LP-relaxation solution. Moreover, mean solution errors around the 7% mark are perfectly satisfac-
tory when reasonable quality solutions are required in reasonable search times, which is the best
we can aim for when dealing with A/P-complete problems (although the knapsack problem can be
solved in pseudo-polynomial time using dynamic programming [13], this is generally not the case
for NP-complete problems). The performance of the system was found to be largely insensitive to
changes in the parameters «, § and ¢, so long as the ability to escape from a vertex was maintained
(see Appendix A). Limit cycles were observed in the state vector trajectory, though these were of
a long time period and typically included visits to many valid solution points.

6 Discussion and Conclusions

In Table 1 we see a classification of quadratic 0-1 programming problems, in which the prob-
lem complexity and suggested continuous solution technique are governed more by the nature of
the polytope than by the order of the objective function. The popular deterministic annealing
techniques are recommended for only one class of problem, that being quadratic optimization over
integral polytopes. When the objective is linear or altogether absent (the latter being the case
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Polytope Integral

Objective Quadratic Linear None
Complexity NP-complete P-solvable P-solvable

Solution Deterministic annealing Simple descent Simple descent®

Examples TSP® [19, etc] One-to-one Crossbar switching [31]

GPP7 [27, 28, 33] assignment [12]

Polytope Non-integral

Objective Quadratic Linear None
Complexity || At least NP-complete NP-complete NP-complete

Solution Tabu search Tabu search Tabu search

Examples TSP [22, 29, etc] | ‘Teachers and classes’ [15]°

Knapsack [17]

Table 1: Classification of quadratic 0-1 programming problems.

for pure constraint satisfaction problems), a simple descent technique will reliably find an optimal
solution within an integral polytope. For non-integral polytopes the picture is very different. Even
the simplest problems, in which we desire to find any 0-1 solution, are A"P-complete, and one-shot
descent or annealing solution techniques are quite inappropriate. Tabu search dynamics offer one
feasible continuous approach to tackling these problems, though no doubt other approaches will
emerge with time; perhaps the most attractive prospect lies in somehow remapping these problems
onto integral polytopes, as can be accomplished for the travelling salesman problem. Meanwhile,
however, tabu search dynamics have achieved encouraging results with small knapsack problems;,
and certainly deserve further investigation, especially in relation to any possible analogue circuit
implementation.

In this paper we have sought to reasses the field of ‘neural’ optimization from a refreshing
viewpoint, and have demonstrated that, in the light of a rigorous problem mapping, the current
techniques are unsuited to the solution of the vast majority of 0-1 programming problems. However,
with appropriate modifications reflecting the polyhedral nature of the problem at hand, such
techniques show great promise for the future, especially when the potential for fast, analogue
implementations is realized.

5For pure constraint satisfaction problems over integral polytopes, simple descent on any linear or concave
objective function will find a valid solution point.

8Travelling Salesman Problem.
"Graph Partioning Problem.

8This is in fact an example of resource-constrained multi-processor scheduling [13, p. 239].
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A Tabu dynamics for stationary v*

In this appendix we consider v* trapped at a vertex v} of P* from time ¢q. In these circumstances
it is possible to analytically integrate the tabu dynamic equations, the results of which allow us to
judge the speed of the dynamics and place bounds on the variables «, 7 and € to guarantee escape
from the vertex.

Suppose at time o the tabu variables have values § = 6y and h = hy. Then integrating
equations (43) and (44) gives

o) = 2ot (V) (45)
h() = =2t + e (Ve b ) (49)

The resulting gradient of £ at v} is

23¢

(6

2
—VE =TPv} 1P + (¢ —vi) +eai=to) (ho + GovE + ﬁ(vg - c)) (50)
o
where we have substituted the expression for f(v}) from equation (39). We see that —VE has a
limiting value as ¢ — oo, specifically

2
Ve = TPV 4+i% 4 P — v (51)
o

To guarantee escape from the vertex, we require that —a’ VE,, > 0 for some direction a which
does not lead out of P*. The only such direction we can reliably identify is (¢ — v}), since ¢ is
defined as being within P* and P* is convex. Assuming a linear objective E°P, so that TP = 0,
we require

20¢
«

(c—v;)")Ti"p—}- le —vH|?>0 (52)

The worst case scenario is when i°P is in the direction —(¢—v$), in which case the escape condition
becomes .

Be [[i°F]]

— >

a = 2je- v

(53)

Hence the relevant quantity governing the ability to escape from a vertex is the ratio B¢/a. Equa-
tion (53) indicates that it is desirable to locate the vector ¢ as far from any vertex as possible.
Some vector ¢ within P* may be found in polynomial time using Khachiyan’s method [29], or
more practically one of the projection techniques [1, 11, 20, 24]; once located, ¢ can also serve as
a starting position for v+. Often, however, the most convenient choice of ¢ is the vector s (see
equation (12)), which is a natural product of the mapping process and lies within P* for many
classes of problem. For the knapsack problem, using ¢ = s, it is possible to demonstrate that the
worst-case escape condition is approximately

N

" 2 (54)

Finally, a note about the speed of the overall search process. The system spends most time in
situations examined in this appendix, that is with vt trapped at a vertex and the tabu variables
# and h changing to free vt from the vertex. Equation (50) indicates that this process takes a
characteristic time of 1/a, and so we conclude that the overall speed of the system is approximately
proportional to a.
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